Computer Science 457 Project 2

By Justin Carlson

**How your program organizes tuples in a table?**

The structure of my tables are fairly simple. The first line of the table is reserved for the ids and data types that the table holds. Then every line after used for tuple storage. With each value aligning with its data type in the header line. An example can be seen here:

![A picture containing text, orange, screenshot

Description automatically generated](data:image/png;base64,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)

When the table is loaded into virtual memory, it is stored in a 2-d array similar to how you would expect a table to actually look.

**How to run Database.py?**

Simply change your current working directory to the one containing both the Database.py and PA2\_test.sql files. Then Simply run python3 Database.py. An example can be seen below:
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**Functionality**

From the test script that I was provided we had to implement 4 different SQL commands to get the specified functionality functioning. Those being Insert, Delete, Update, and a more advanced Select.

The Insert command is probably the simplest of all of the ones added in this assignment, it just simply parses the input command for the respective values and appends them to the current table file in the format above.

The Delete command was a little more tricky, for this one I had to create a way to virtualize the table in memory so it could be more easily accessible. To do that, I had made a table parser to load a table from a file into a 2-d array in memory. From there, you just parse the command and get the relevant values and modify the correct rows. All of which is implemented dynamically so it should work with completely different table ids and values. You also had to add operation wise comparisons which I only implemented the ones contained within the assignment.

The Update Command was basically the opposite of the delete command, parse the input for the relevant values, and modify the correct columns and rows after comparing the relevant input. With the virtual table, it is incredibly easy to modify and then write back to the disk after modification is complete.

The Select command from the previous assignment had to be modified to work with more complex queries. My Select commands check for the presence of an asterisk in the input, if one does not exist the Database will do a dynamic parse of the command. It first collects the select ids, then the table name, then the id type that it will be comparing all of the items with. This is all done dynamically and should work with any combination of data types.